
MEng Individual Project Final Report

Imperial College London

Department of Computing

Mitigating Evasion Attacks against
Machine Learning Systems through

Dimensionality Reduction and Denoising

Author:
Ziyi Bao

Supervisor:
Dr. Luis Muñoz-González

June 18, 2018



Acknowledgements

Thank you Luis for the passion, inspirations and guidance you have shared with me. Most
importantly, thank you for trusting me to implement our ideas.



Contents

1 Introduction 4

1.1 Contributions . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6

2 Background 7

2.1 Machine Learning . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

2.1.1 Hypothesis Function . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

2.1.2 Gradient Descent . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

2.1.3 Overfitting . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

2.1.4 Linear Classifiers . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

2.1.5 Nonlinear Classifiers . . . . . . . . . . . . . . . . . . . . . . . . . . . 10

2.2 Dimensionality Reduction . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10

2.2.1 Feature Selection . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10

2.2.2 Feature Extraction . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12

2.2.3 Nonlinear Dimensionality Reduction: Autoencoders . . . . . . . . . . 13

2.3 Adversarial Machine Learning . . . . . . . . . . . . . . . . . . . . . . . . . . 15

2.3.1 Attack Taxonomy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15

2.3.2 Evasion Attacks . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16

2.3.3 Defenses against Evasion attacks . . . . . . . . . . . . . . . . . . . . 18

3 Setup 25

3.1 Tools . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25

3.2 Datasets . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25

4 Motivation 26

4.1 SVM Experiment . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26

5 Effect of Lasso on Security 29

5.1 Experiment . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29

5.1.1 Training . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30

5.1.2 Attack algorithm . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30

2



5.2 Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32

5.2.1 Prediction Accuracy . . . . . . . . . . . . . . . . . . . . . . . . . . . 32

5.2.2 Attack Resistance . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33

5.2.3 Accuracy vs. Security Trade-off . . . . . . . . . . . . . . . . . . . . . 38

5.2.4 Statistical Analysis of Adversarial Samples . . . . . . . . . . . . . . . 40

5.3 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43

6 One-sided Feature Selection based on Mutual Information and Weight
Polarity 45

6.1 Feature Selection based on MI and Weight Polarity . . . . . . . . . . . . . . 45

6.2 Experiment . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46

6.2.1 Discretization of Feature Values . . . . . . . . . . . . . . . . . . . . . 46

6.3 Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47

6.3.1 Prediction Accuracy . . . . . . . . . . . . . . . . . . . . . . . . . . . 47

6.3.2 Attack Resistance . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53

6.4 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55

7 Effect of Autoencoder on Security 56

7.1 Experiment . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56

7.1.1 Crafting Adversarial Samples . . . . . . . . . . . . . . . . . . . . . . 56

7.2 Evaluation & Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58

7.2.1 Traditional Autoencoders . . . . . . . . . . . . . . . . . . . . . . . . 58

7.2.2 Denoising Autoencoders . . . . . . . . . . . . . . . . . . . . . . . . . 59

7.3 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61

8 Effect of Noising Input to DAE 65

8.1 Noising Input to DAE at Inference Phase . . . . . . . . . . . . . . . . . . . 65

8.2 White-box Attack . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 65

8.3 Experiment . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67

8.4 Results . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67

8.5 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69

9 Conclusion 71

9.1 Limitations and Future work . . . . . . . . . . . . . . . . . . . . . . . . . . 71

3



Chapter 1

Introduction

As machine learning techniques are reaching maturity, an increasing number of fields are
seeking to employ them to solve problems that would be extremely difficult to solve through
explicit programming. Current and emerging applications include security (e.g. detection
of malware, network intrusion, spam and fraudulent transactions), autonomous vehicles,
data analytics and recommender systems [21].

A machine learning system can be seen a function approximator—it approximates the
true function reasonably well but is not perfect. The field of adversarial machine learning
studies the worst-case performance of these systems, which an adversary can exploit in
order to cause unexpected behavior. While much of past research focused on their flaws in
security applications such as spam filtering, Szegedy et al. [30] discovered that they also
have critical vulnerabilities in image recognition: By applying calculated, imperceptible
perturbation to an image, they could cause a system to misclassify it with high confidence.
This discovery has gained much attention from other security researchers and gave the
field of adversarial machine learning a new momentum, as it has severe implications on
emergent applications such as self-driving cars. Figure 1.1 shows that an attacker can trick
a neural network into misclassifying a stop sign as a yield sign by slightly altering the
image. Moreover, these adversarial examples are still effective after being printed out on
paper and processed by a camera used by a machine learning system [18] (see Figure1.2).

Numerous defense techniques have been proposed by researchers over the last few years.
Initial attempts focused on making machine learners more robust against attacks, but
after a lack of convincing results, the focus shifted towards detecting these attacks instead.
However, Carlini et al. [5] have recently demonstrated that most of the state-of-the-art
detection mechanisms are ineffective, especially when used in classification tasks involving
complex images.

We evaluate two techniques which could enhance the robustness of a classifier:

• Dimensionality reduction reduces the feature space of data, leaving the adversary a
smaller attack surface. This will restrict them to less ineffective attacks. Some recent
papers [34][2] on robustness enhancement using DR appear somewhat promising.
However, the evaluation of the techniques are flawed in these papers (explained later),
and we wish to investigate them properly in this project.

• Denoising is a technique used to remove noise in noisy images. It can be a novel way
to remove adversarial noise from input before it is fed to a machine learning system.
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Figure 1.1: (a) shows a a normal image of a stop sign. (b) is an altered version of (a) that
a classifier sees as a yield sign [21]

Figure 1.2: The first image (a) is a clean photo of a washer. After printing it out (b), the
classifier recognizes it as a washer through a smartphone camera. Perturbing the image at
different strengths, the classifier labels the print-outs (c) and (d) as safes. [18]
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1.1 Contributions

The contributions of this work are as follows:

• We devised a methodology to examine the security implications of applying feature
selection techniques to machine learning systems.

• Using this methodology, we proved, against literature, that feature selection tech-
niques such as Lasso can enhance a machine learning classifier’s resistance against
adversarial samples.

• We devised a novel feature selection technique and evaluated its impact on classifier
performance and security

• We investigated how autoencoders, which are popular for dimensionality reduction,
affect the security of classifiers when both are used in conjunction.

• We tested whether denoising autoencoders could make classifiers more secure by
remove adversarial perturbation from the input.

• We devised and evaluated a novel technique to extend protection against adversarial
input through noising and denoising.
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Chapter 2

Background

2.1 Machine Learning

Informally, machine Learning is a field of study in which computers learn without being
explicitly programmed [26].

A more formal definition: Given experience E (e.g. experience of playing games of chess),
class of tasks T (e.g. task of playing chess) and performance measure P (e.g. probability
of winning the next game), a computer program learns from E with respect to T and P ,
if its performance at tasks in T , measured by P , improves with E [22].

The three main types of machine learning algorithms are supervised learning, unsupervised
learning and reinforcement learning. Only the former is relevant to this project.

In supervised learning, the algorithm starts in the training phase, in which it learns from a
training data set of which each training sample maps an input to a label (correct output).
The job of the algorithm is to learn the relationship between the input and output such
that in the inference phase, it is able to predict the output for a given input.

Problems in supervised learning can be split into two categories: regression and classifica-
tion problems. In both types of problems, the input is a set of features; they differ only in
the kind of output they produce: A regression problem deals with predicting a continuous
output value, whereas in a classification problem, there is a discrete set of classes and we
try to determine which class an instance belongs to. We will only consider classification
problems in this project, as they are more relevant in adversarial machine learning.

2.1.1 Hypothesis Function

We can describe our goal as learning a hypothesis function h : X → Y such that h(x)
predicts the corresponding y. x is a vector of n features values and y is a single value
(although in some machine learning models, y can be a vector of multiple output values,
but here we focus on the simple case of a single output value).

For classification, the hypothesis function can be represented by different machine learning
models. The parameters of these models are tuned to minimize a cost function (aka loss
function) that measures the difference between the target values and the values predicted
by h. A widely used cost function is the squared error [23]:

J(θ) =
1

2m

m∑
i=1

(hθ(xi)− yi)2

7



Figure 2.1: The blue dots represent the training data points and the curves are some
possible hypothesis functions. The first curve is underfit (does not fit the data at all). The
second function describes the trend of the data reasonably well, whereas the third one is
overfit. [16]

where θ is the vector of parameters (called weights) used to tune the hypothesis function
hθ, m is the number of training samples, xi is the feature vector of the ith training sample
and yi is the corresponding label.

2.1.2 Gradient Descent

Finding the minimum of a function analytically is often very difficult, as a closed form
solution may not exist. But if a function is differentiable, then gradient descent, an iterative
algorithm, can be used to find its minimum. It works by picking a starting point and in
each iteration, it takes steps in the negative direction of the gradient:
a← starting point
γ ← learning rate
repeat

a = a− γ∇f(a)
until convergence achieved

Picking a bad starting point and learning rate can cause it to fail to converge. In non-
convex functions, it can converge to a local minimum.

Gradient descent is widely used for minimizing loss functions when training machine learn-
ing systems. It is also applicable to other optimization problems, as discussed later.

2.1.3 Overfitting

A common problem in machine learning is overfitting. This happens when the hypothesis
function lies too close to the data points, usually as a result of high function complexity
and large weights. Hence, it can appear uneven (see Plot 3 in Figure 2.1) and does not
generalize well on new data.

Some of the techniques discussed later can mitigate this issue.

2.1.4 Linear Classifiers

The simplest way to solve a classification problem is to use a linear classifier, which has a
linear hypothesis function. Its operation can can be visualized as a hyperplane separating
instances of different classes (see Plot A in Figure 2.2).
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Figure 2.2: The green and blue dots represent instances of two different classes. Plot A
shows a scenario where they are linearly separable, whereas in plot B, they are not.

In the first part of the project, we will be using the linear classifiers below due to their
simplicity and popularity in many applications such as spam filtering.

2.1.4.1 Perceptron

A perceptron (or single-layer perceptron) is the most basic neural network (explained in
more detail later) and its output can be written as:

h(x) = σ(wᵀx+ b)

where x the vector of input features, w is the vector of weights, and σ(z) = 1 if z > 0, −1
otherwise. Therefore, a perceptron can separate instances into two classes, where each
possible output corresponds to one class. This makes it a binary classifier.

2.1.4.2 Logistic Regression

Another very popular binary classifier is logistic regression. Suppose we have classes 0 and
1. The hypothesis function is defined as

h(x) = P (y = 1|x) =
1

1 + e−wᵀx

It formulates a classification problem as a regression problem by returning the probability
that an instance belongs to class 1. Intuitively, we can say that if h(x) ≥ 0.5, the predicted
class y = 1. Otherwise, if h(x) < 0.5, y = 0.

In order to use a binary classifier such as logistic regression for classification problems
involving three or more classes, we can use the one-vs-all algorithm: Suppose we have
n different classes 1, ..., n. We train n classifiers h1(x), h2(x), ..., hn(x) such that hi(x)
outputs the confidence of an instance belonging to the ith class [23]. The predicted class
is then

arg max
i

hi(x)
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2.1.5 Nonlinear Classifiers

Consider the case where instances of different classes are not linearly separable (see Plot
B in Figure 2.2). To use a linear classifier for such a classifications task, one would have to
introduce “artificial” features that are linear combinations of the original features. This can
become intractable when the feature space is large. There is a class of nonlinear classifiers
that use only the original feature vector and hence solve such problems far more efficiently.

2.1.5.1 Multilayer Feed-Forward Neural Network

The multilayer feed-forward neural network (aka multilayer perceptron) is an extremely
popular machine learning architecture that differs from a single-layer perceptron in that it
has additional (hidden) layers of nodes (neurons) between the input layer and the output
layer. One such network with more than one hidden layer is often referred to as a deep
neural network. Using nonlinear activation functions (for example sigmoid) for neurons in
the hidden layers allows a neural network to approximate nonlinear functions.

Each node in layer k is connected to all nodes in layer k − 1 and k + 1. Each connection
is associated with a weight and the jth node in layer k outputs

y
(k)
j = σ(

n∑
i

y
(k−1)
i w

(k−1)
ji )

where σ is some activation function,
∑n

i y
(k−1)
i w

(k−1)
ji the net input function, y(k−1)i is the

output of the ith node in layer k−1 and w(k−1)
ji is the weight associated with the connection

between this node and the jth node in layer k (see Figure 2.3 for visualization).

The most popular way to solve multiclass classification problems involving n classes with a
neural network is to have n output nodes, where the jth output has the softmax activation
function [20]

σ(zj) =
ezj∑n
i e

zi

where zj is the result of the net input function applied to the inputs of the jth output node.
The above function returns the probability of the instance belonging to class j. Clearly,
the values of all outputs sum to 1.

We will consider deep neural networks in the second part of this project as they are
extremely common but more sophisticated than linear classifiers.

2.2 Dimensionality Reduction

Often, it is possible to reduce the dimensionality of the input space with little impact
on the prediction accuracy. Dimensionality reduction techniques can be categorized into
feature selection and feature extraction techniques, which are explained below.

2.2.1 Feature Selection

Feature selection aims to discard a subset of the input features that contribute little to the
prediction accuracy. This reduces the complexity of a model, making it

• easier to train,
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Figure 2.3: 3 middle layers of a deep neural network. Nodes marked with +1 are bias
nodes, which are always activated, and the weights associated with a bias node represents
the constant term in a function (b in f(x) = ax+ b)

• easier to interpret,

• less prone to overfitting [17].

There are three types of feature selection methods:

• Filter methods score each feature using a statistical measure independent of the
classifier. The features to be discarded are the ones with the lowest scores.

• Wrapper methods create many models with different subsets of features and select
the best one based on predictive accuracy.

• Embedded methods select the most useful features during the creation process of the
model. Two of the most popular examples are LASSO and Ridge regression, both
of which will be used in this project due to the fact that they are model specific,
which yields better classifiers, and are not overly computationally expensive to tune.
Furthermore, both are well understood and the results relatively easy to analyze.

2.2.1.1 Ridge Regression

Ridge regression is primarily a means to mitigate overfitting. Suppose all features are
normalized (scaled to be in [0,1]), it performs L2 regularization by taking into account the
sum of squares of weights in the objective function, such that the objective becomes:

min
w
CRIDGE(w) = RSS(w) + λ‖w‖22
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where RSS(w) =
∑n

i=1(yi−wᵀxi)
2 is the residual sum of squares and λ ≥ 0 is the ‘tuning

parameter’, expressing how much we wish to penalize the magnitude of the weights, i.e.
the weights decrease as lambda increases. In practice, multiple models are generated with
various values of λ and then compared with one another to find the one that best balances
low training error and good generalization ability.

One way to use ridge regression for feature selection is to view features with the lowest
associated weights as the least significant, since the features are normalized. We can then
select a weight threshold such that features with weights below the threshold are removed.

It should be noted that the weights can never become zero unless λ =∞. Furthermore, if
two or more features are highly correlated, then it makes sense to keep only one of these
features. However, ridge regression will distribute weights somewhat equally among them,
which could result in all these features being removed or kept. In contrast, LASSO does
not suffer from this problem and automatically selects the best features to keep.

2.2.1.2 LASSO

Similar to ridge regression, LASSO adds a penalty term to the objective function, perform-
ing L1 regularization:

min
w
CLASSO(w) = RSS(w) + λ‖w‖1

Since the penalty term is the sum of the absolute value of weights, the optimal solution
might see some of the weights set to 0 (sparse model) with large enough λ. The sparsity of
the model increases with the magnitude of λ. Features associated with 0 weights are clearly
good candidates for removal. Hence, LASSO automatically performs feature selection.

2.2.2 Feature Extraction

Rather than simply discarding a subset of features, feature extraction methods map in-
put variables into lower dimensional space. One such extremely well-known technique is
principal component analysis (PCA).

2.2.2.1 Principal Component Analysis (PCA)

Given a set of samples such that each sample xi ∈ Rd, the goal of PCA is to linearly
project these samples onto a new basis such that each project sample yi ∈ Rk, k ≤ d and
the variance of the projections on the new basis are maximized.

For convenience sake, we first center the data: xi = x′i −m, where m is the mean of the
features. The optimization problem can be formulated as [8]:

arg max
W

tr(W ᵀStW )

subject to W ᵀW = I

where W is the projection matrix such that yi = W ᵀxi, tr(A) is the trace of matrix A and
St = 1

nXX
ᵀ is the covariance matrix.

In the solution to the above problem,W contains as columns the eigenvectors of St. Sorted
by their associated eigenvalues, the first k eigenvectors capture the most variance and are
called the principal directions. The projected features are known as principal components.
To perform dimensionality reduction to k dimensions, we take the first k eigenvectors and
construct Uk = [u1, ..., uk]. UTd X gives us the projected data with k principal components.
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Figure 2.4: A swiss roll in 3D space [28] Figure 2.5: Points of swiss roll in Figure 2.4
mapped onto a flat surface [28]

We will be using PCA in the first part of the project, as it is one of the most well-known
and effective feature extraction methods, it will allow us to interpret the results more easily
than some of the other, more intricate methods.

2.2.3 Nonlinear Dimensionality Reduction: Autoencoders

If data points lie near a nonlinear structure, linear dimensionality reduction methods cannot
be used without losing important information. Figure 2.4 shows an example with points
lying on a 3D swiss roll, which is a 2D manifold, as it can be “unfurled” to produce a flat
surface (see Figure 2.5), meaning each point on this manifold is mappable to a point on the
unfurled surface (local homeomorphism). Clearly, the manifold is of lower dimensionality
compared to its enclosing space. Hence, the goal of nonlinear dimensionality reduction is
to learn a manifold onto which we can project the data.

2.2.3.1 Autoencoder (AE)

An autoencoder is a neural network that attempts to approximate the identity function.
The network consists of an encoder function

f(x) = y = s(Wx+ b)

where s is a nonlinear function such as the sigmoid function, and a decoder function which
reconstructs the input:

g(y) = s′(W ′y + b′)

The autoencoder is trained to minimize the reconstruction error:

minL(x, g(f(x)))

where L is a loss function such as the mean square error.

In its simplest form (see Figure 2.6), the network has an input and output layer of the same
dimension and a single hidden layer whose output is the code (f(x)). An autoencoder can
be used to perform dimensionality reduction if this middle layer has lower dimension than
the input layer, creating a bottleneck that forces the network to learn only the most useful
properties of the data [13].
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Figure 2.6: An autoencoder with a single hidden layer.

2.2.3.2 Denoising Autoencoder (DAE)

Certain variants of the traditional autoencoder can perform more interesting tasks such
as denoising the input. Suppose x̃ obtained from the distribution qd(x̃|x) is a corrupted
version of the initial input x. The task is to reconstruct the clean input x from x̃. This
gives the following training objective:

minL(x, g(f(x̃)))

2.2.3.3 Stacked Denoising Autoencoder (SDA)

Denoising Autoencoders can be “stacked” such that the output code of one DAE serves
as input to the one higher on the stack (see Figure 2.7). This has been shown to be an
effective pre-training (weight initialization) method [32].

An SDA can be trained by first training the bottom layer as usual to obtain f1. Then, the
next layer gets as clean input c1 = f1(x) and has the training objective

minL(c1, g2(f2(qd(c1)))

where qd is the corruption function. This process gets repeated with f2(c1) as input to the
next layer and so on.

Afterwards, the network can be further fine-tuned by using its highest level output as input
to a separate supervised learning algorithm such as logistic regression. The whole system
can then be trained to minimize the prediction error on a supervised task.

We will experiment with denoising autoencoders in the second part of this project, as
they have been proven to be effective at removing noise [32] and one can see adversarial
perturbation as noise.
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Figure 2.7: A stacked denoising autoencoder [32]

2.3 Adversarial Machine Learning

Adversarial Machine Learning is an emerging field of study that has gained a lot of traction
in the recent years. It seeks to strengthen machine learning techniques (most prominently,
classifiers) against adversaries who wish to “fool” or weaken them. Numerous papers have
been published to reveal vulnerabilities in machine learning algorithms of all sorts including
state-of-the-art ones such as convolutional neural networks. Some of these vulnerabilities
arise from the assumption that the all data samples are from a stationary (unchanging)
distribution. For example, an adversary can take advantage of this by crafting input data
from different distributions. [15]

In order to study adversarial machine learning, it is crucial to provide a classification
of the various aspects of adversaries and their attacks. Huang et al. [15] introduced a
taxonomy for classifying attacks against online learning algorithms, along with two models
for modeling an adversary’s capabilities. Some of the terms introduced are found under
different names in recent papers, which we will remark on.

2.3.1 Attack Taxonomy

The taxonomy by Huang et al. [15] categorizes any attack using three properties: influence,
security violation and specificity.

2.3.1.1 Influence

Influence describes the extent to which the attacker can influence the machine learning
system.

• Causative: A causative attack (more recently known as poisoning attack) influences
the training process by inserting specially crafted, malicious training samples into
the training set. This is done to degrade the performance of the resulting classifier.
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• Exploratory : An exploratory attack does not affect the training process. Instead, it
aims to discover information about the system, which it can exploit.

2.3.1.2 Security Violation

This property describes the nature of the violation caused by an attacker.

• Integrity : An integrity attack results in a classifier misclassifying instances as nor-
mal (false negatives). Exploratory integrity attacks are known as evasion attacks
(explained in detail later), which are the focus of this project as they are highly
relevant in real world applications.

• Availability : In availability attacks, both malicious and benign instances are misclas-
sified, rendering the classifier useless (denial of service).

• Privacy : Privacy violation refers to the act of obtaining sensitive information from
the learner such as training data or user information.

2.3.1.3 Specificity

Specificity defines the attackers focus.

• Targeted : A targeted attack seeks to degrade a classifier’s performance w.r.t. a single
or a small subset of instances.

• Indiscriminate: Indiscriminate attacks do not have specific targets and have more
general goals such as degrading the overall performance of a classifier.

2.3.2 Evasion Attacks

Evasion attacks (or exploratory integrity attacks) are attacks in which malicious samples
are altered to evade detection by a classifier (cause misclassification). These altered sam-
ples are called adversarial examples/samples. Evasion attacks are extremely common in
security-related tasks such as spam filtering, malware detection and biometric recognition.

More formally, the adversary tries to find a sample x∗ in X, obtained by minimally altering
original attack sample x in X, such that x∗ evades detection. The optimal evasion can be
formulated as [34]:

x∗ = arg min
x′

d(x′, x)

subject to g(x′) < 0

where d(x′, x) is the distance between the altered sample and the original sample, and g is
the classifier’s discriminant function such that the classification function f(x) = sign(g(x))
returns −1 and +1 for legitimate and malicious samples respectively.

The Lp distance ‖x − x′‖p is widely used as the distance function. Below are the most
commonly used Lp distances [6]:

• L0 distance measures the number of features changed.

• L1 distance measures the "Manhattan distance". It encourages modifications to be
concentrated on a small number of features.
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Figure 2.8: The blue curved line represents the true decision boundary, whereas the red
straight line is the decision boundary learned by the model. The distance between the two
boundaries is the space of adversarial regions [21].

• L2 distance measures the Euclidean distance. It can remain small when many features
are slightly altered.

• L∞ distance is the maximum change to any of the features. Hence, it is unaffected
by the total number of features changed. Typically, an attack constrained by the L∞
distance changes all features.

In tasks involving more than two classes such as image recognition, the definition of evasion
attacks can be extended to include attacks that aim to make the classifier simply misclassify
an instance (untargeted attack) or misclassify it as a specific class (targeted attack) [2].

The existence of adversarial examples can be explained by the fact that it is almost impos-
sible for a classifier to learn the true decision boundary, and the difficulty increases with the
data complexity. The errors around the learned decision boundary constitute adversarial
regions which an attacker can exploit [21] (see Figure 2.8).

In the literature, attacks are divided into white-box and black-box attacks. In the former
case, the attacker has perfect or near-perfect knowledge of the target model, which can
include its architecture, parameters and training data. This allows an attacker to carry
out worse-case attacks. In a black-box attack, the adversary has limited to no knowledge
about the model. This is the more realistic scenario and requires an attacker to train a
surrogate model that approximates the target model, which can still be effective due to
the transferability property: it has been shown that an adversarial example that evades
one classifier can usually also evade another, even one of a different architecture [12].

2.3.2.1 Fast Gradient Sign Method

One efficient white-box attack that serves as a basis for many later proposed attacks is
the Fast Gradient Sign Method (FGSM) [12]. It has been shown to be effective in evading
image classifiers. The rationale behind the method is that, given large enough input feature
space, applying small perturbations to all features should result in sufficiently large change
to the output such that the altered instance will be classified differently. This is true in the
case of a linear classifier. Goodfellow et al. [12] hypothesize that neural networks are prone
to the same weakness, as they often learn relatively linear functions. FGSM maximizes
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the difference in output by taking advantage of the gradients, producing the adversarial
example:

x′ = x+ εsign(∇xJ(θ, x, y))

where ε controls the magnitude of the perturbation. This attack is constrained by the
‖ · ‖∞ norm to ensure that the largest change to a pixel remains unnoticeable.

They find that this technique can trick a variety of models into misclassifying images. For
a maxout network and a convolutional maxout network, the error rates are above 85%
even at low perturbation rates.

2.3.2.2 C&W L2 Attack

A state-of-the-art L2 attack algorithm which generates targeted adversarial examples and
can be adapted to defeat many proposed defenses was introduced by Carlini and Wagner
[5]. It was derived empirically by experimenting with various loss functions.

Given a neural network with logits Z (inputs to the softmax function). The attack uses
gradient descent to solve

min
x′
‖x′ − x‖22 + c · l(x′)

where l is the loss function and t is the target class:

l(x′) = max(max{Z(x′)i : i 6= t} − Z(x′)t,−κ)

max{Z(x′)i : i 6= t} − Z(x′)t measures the difference between t and the next-most-likely
class. Hence, the parameter κ controls the confidence of adversarial examples, which
increases as κ increases.

By performing binary search on c, one can find an approximation of the adversarial sample
with the minimum distance to the original samples.

For evaluation, they adapt the attack to evade 10 techniques used to detect adversarial
examples. Each detection method is applied to deep neural networks trained on MNIST
(handwritten digits) and CIFAR-10 (color images in 10 classes) datasets. In the case of
MNIST, they find that the attack is able to evade most detectors with moderately distorted
samples. In contrast, successful adversarial examples for CIFAR-10 are indistinguishable
from the original samples.

2.3.3 Defenses against Evasion attacks

Various defense techniques against evasion attacks have been proposed in the recent years
and they can be divided into two categories: robustness enhancement techniques and de-
tection techniques. The former attempt to classify adversarial examples correctly, whereas
the latter seek to detect them instead. While early research focused on robustness en-
hancements, they were ineffective. Hence, the focus shifted towards detection mechanisms.
[5].

Some papers [3][33][34][2] analyze the effect of dimensionality reduction on the robustness
of classifiers. We describe the relevant parts of each paper below and explain why some of
them are flawed.

2.3.3.1 On Sparse Feature Attacks in Adversarial Learning

Wang et al. [33] devise a game between a regularized classifier and an white-box attacker
in which they take turns responding to each other’s actions: the attacker starts by applying
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worst-case perturbations to positive samples. Then the classifier responds by re-adjusting
its weights to minimize loss when classifying the altered dataset. The attacker generates
new adversarial examples based on the changed weights and so on.

For their experiments, they use both `1 (LASSO) and `2 regularized classifiers. They expect
that the former will perform better. To prove this, they compare the robustness of both
against an adversary in a non-game setting. The classifiers are trained with the Spambase
database. For each positive sample, the adversary randomly selects 20% of the features
and alters them based on the weights of the classifier under attack (see Algorithm 1). Their
results in Figure 2.9 show the performance of the `1 regularized learner to deteriorate more
gracefully compared to the `2 alternative.

There are some critical flaws in this experiment we have to highlight:

• The attacker algorithm is extremely unrealistic for white-box attacks; an attacker
with knowledge of the weights would never select random features to modify. Instead,
they would focus on features with the largest weights.

• If a feature with weight = 0 is selected, the remaining budget gets decreased although
in this case, the attacker does nothing. It is unknown how sparse the tested model
is. But if it has a significant portion of features without weight, this should at least
partially explain why the `1 classifier appears to be more robust.

• It would be useful to see how the `1 model would fare against an unregularized (and
hence, unprotected) model. This would show if LASSO leads to models inherently
more robust in an adversarial setting.

Algorithm 1 Robustness evaluation under sparse feature attack [33]
Input: {xi, yi}nposi+1 : original positive dataset; w ∈ Rd+1: feature weights; {c ∈ N|(0 < c ≤
d)}: number of features to be changed; {δ ∈ R|(0 < δ < 1)}: attack strength
Output: accuracy of classifier on {x∗i , yi}

npos
i+1

1: // Randomly select c features of the data and index in vector a = {0 < ak ≤ d}ck=1

2: for i : npos do
3: x∗i ← xi, k ← 1
4: while k ≤ c do
5: if wak > 0 then
6: x∗ak ← x∗ak(1− δ)
7: else
8: if wk == 0 then
9: do nothing

10: else
11: x∗ak ← x∗ak(1 + δ)

12: k ← k + 1

13: Evaluate classifier using w on changed dataset {x∗i , yi}
npos
i+1

2.3.3.2 Security Evaluation of Pattern Classifiers under Attack

Biggio et al. [3] evaluate empirically the security of pattern classifiers at design phase.
They pose a few design scenarios and evaluate the robustness of classifiers under different
designs. One of the scenarios involves choosing between a support vector machine (SVM)
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Figure 2.9: `1 classifier measured against `2 classifier on F-measure (accuracy) at varying
attack strengths [33]

with a linear kernel and logistic regression (LR) classifier for spam filtering. Additionally,
feature selection is considered.

For the experiment, they use the TREC 2007 dataset containing both legitimate and spam
emails. SpamAssassin tokenization is used extract binary features from the training set,
denoting the occurrence of specific words. They utilize a filter feature selection method
based on information gain and select four feature subsets with size 1000, 2000, 10000 and
20000. One SVM and one SVM are trained on each feature subset. The attacker has perfect
knowledge and commits indiscriminate integrity violation by maximizing the percentage of
spam misclassified as legitimate under a given budget. As performance measure, they use
the area under the receiver operating characteristic curve (AUC) in the range [0,0.1] (AUC
can be interpreted as "The expectation that a uniformly drawn random positive is ranked
before a uniformly drawn random negative."): AUC10% =

∫ 0.1
0 TP (FP )dFP , where TP

is the true positive error rate and FP the false positive rate. They justify this choice by
stating that false positives (legitimate emails misclassified as spam) are more harmful than
false negatives (spam misclassified as legitimate).

The results of this experiment are in shown Figure 2.10. It can be seen that for the same
feature subset, the LR classifier always outperforms the SVM. More importantly, AUC10%

generally decreases as the size of the feature subset decreases. At first glance, it appears
that feature selection has a negative impact on the classifier robustness. Below we list
reasons why this might not, in general, be the case:

• Biggio et al. [3] use a filter feature selection method, which often produces less
optimal models than wrapper and embedded methods.

• It is unclear when robustness of the classifiers are maximized, as we do not know the
original number of features and the experiments are not sufficiently granular. For
example, if there are in total 100,000 features and it can be shown that a model
with all 100,000 features is less robust than a model with only 30,000 features, then
we would have proof that the feature selection method they used in fact enhances
robustness.
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Figure 2.10: AUC10% achieved on the corrupted testing dataset as a function of nmax, the
maximum number of features the attacker is allowed to alter [3]

2.3.3.3 Adversarial Feature Selection Against Evasion Attacks

Zhang et al. [34] propose a method to improve the security of binary classifiers (e.g.
malware detectors) by exploiting wrapper-based feature selection. They pose an optimiza-
tion problem that seeks to maximize both the generalization capability and security of a
classifier:

θ∗ = arg max
θ

G(θ) + λS(θ)

subject to
d∑

k=1

θk = m

where θ ∈ {0, 1}d is a binary valued vector representing whether each feature has been
selected. G(θ) is the classifier’s generalization capability which can be estimated with
its classification accuracy. S(θ) is the security term that measures the average minimum
number of modifications required for a malicious sample to evade detection. λ controls the
tradeoff between generalization capability and security. m specifies the number of features
modified by the adversary.

The optimization problem can be approximately solved using wrapper-based feature se-
lection methods such as forward selection and backward elimination. Zhang et al. [34]
outline an algorithm for either approach (Algorithm 2).

They evaluate the defense on spam filtering and PDF malware detection examples. For
spam filtering, they compare the traditional forward feature selection algorithm with the
adversarial version, using a linear SVM. For malware detection, they use traditional and
adversarial backward feature elimination with an SVM with RBF kernel.

Both experiments yield similar results (Figure 2.11 shows results for spam filtering): The
traditional feature selection methods decrease the classifier’s security as m decreases. In
contrast, the adversarial methods achieve maximum security when m is relatively small.
However, in the case of a perfect knowledge attacker, the maximum security achieved by
adversarial methods is only slightly higher than that of an unprotected system (1).

Below we list some potential flaws in their experiments:

• They use greedy wrapper feature selection algorithms which are known to produce
less optimal models compared to embedded methods.

• In preparation for the experiment involving spam filtering, they reduced the feature
set from more than 20,000 to 500 features using a filter feature selection method.
However, Biggio et al. [3] have applied the same filter method to the same dataset
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Figure 2.11: Left plot: G(θ) in the absence of attack; Right plot: S(θ) under attack for
both perfect knowledge (PK) and limited knowledge (LK) attack scenarios as a function
of feature subset size [34]

and shown that it negatively impacts the classifier’s robustness as the number of
features drops below 10,000 (see "Security Evaluation of Pattern Classifiers under
Attack").

• They use number of words changed as the security term, which may not be a suitable
measure, as the total number of features vary across models. Instead, they should
use some normalized measure (e.g. (# features modified) / (# total features)).

• They only use datasets with binary features. Using complex datasets (e.g. images)
would allow more nuanced analysis, such as how much a feature is changed, rather
than only if it is changed.

Even if their evaluation is reliable, (1) shows that their adversarial feature selection meth-
ods are insufficient as primary means of defense. Rather, they should only be considered
when one intends to apply feature selection to a classifier in the first place, but does not
wish to diminish its robustness.

2.3.3.4 Enhancing Robustness of Machine Learning Systems via Data Trans-
formations

Bhagoji et al. [2] propose a straightforward robustness enhancement method that uses
linear transformation techniques (Algorithm 3).

In their research, they chose PCA for Select() with the rationale that principal compo-
nents with low variances are usually associated with higher weights, and since the optimal
attack perturbation for a linear classifier is a multiple of the weight vector, the principal
components with the largest coefficients are the ones to be exploited. By removing these
components, the attacker is limited to less optimal perturbations.

They additionally experiment with “anti-whitening” transformation which is based on the
principal components of the training data. Let

XXᵀ = UΛUᵀ

, then the transformation matrix is

B = Λ
c
2U for some c > 0
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Algorithm 2 Wrapper-Based Adversarial Feature Selection (WAFS),
With Forward Selection (FS) and Backward Elimination (BE) [34]
Input: D = {xi, yi}ni=1: the training set; λ: the trade-off parameter; m: the number of
selected features
Output: θ ∈ {0, 1}d: the set of selected features
1: S ← ∅, U ← {1, ..., d}
2: repeat
3: for each feature k ∈ U do
4: F ← S ∪ {k} for FS (F ← U\{k} for BE)
5: θ ← 0, and then θj ← 1 for j ∈ F
6: Estimate Gk(θ) and Sk(θ) using cross-validation on Dθ = {xiθ, yi}ni=1

7: λ′ ← λ(maxk Sk)
−1 (i.e., rescale λ)

8: k∗ = arg maxk(Gk(θ) + λ′Sk(θ))
9: S ← S ∪ {k∗},U ← U\{k∗}

10: until |S| = m for FS (|U| = m for BE)
11: F ← S for FS (F ← U for BE)
12: θ ← 0, and then θj ← 1 for j ∈ F
13: return θ

Anti-whitening serves to exaggerate the disparity between the variances of the components.
Instead of cutting off low variance components, it increases the price of accessing them.

They conduct seven experiments with the traditional PCA and one using anti-whitening.
For PCA experiments, they compare models with different reduced dimensions, and for
anti-whitening, models with different c values are compared. The "best" model is selected
in each experiment and their results are summarized in Figure 2.12. A 2x reduction in
adversarial success rates can be observed across different attack strategies with only a
modest reduction in the classification accuracy.

Algorithm 3 LTrain [2]
Input: X: centered training data; Train: training algorithm; Select: selects a linear trans-
formation of data based on some properties (e.g. Select = TopPrincipalComponents(k)=
Output: f : new classifier trained on the transformed training set
1: Select the linear transformation B = Select(X)
2: Compute the transformed training set BX
3: Train classifier f aux = Train(BX)
4: Let f = (x 7→ f aux(BX))
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Figure 2.12: Results at a misclassification rate of 60%. MNIST is an image dataset of
handwritten digits. HAR (Human Activity Recognition using Smartphones) is a dataset
of measurements obtained from a smartphone’s accelerometer and gyroscope while the
participants holding it performed one of six activities. FC-100-100-10 refers to a neural
network with an input layer, two hidden layers, each containing 100 neurons and an output
layer containing 10 neurons. Robustness improvement refers to the relative attack strength
required to cause 60% misclassification rate vs. an unprotected learner [2]
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Chapter 3

Setup

3.1 Tools

All experiments were written in Python and the models trained using Tensorflow. The
only exceptions are the Support Vector Machines (SVMs) [7] used in the next chapter,
which were created using the scikit-learn library.

3.2 Datasets

We used 3 different binary-label datasets to simplify the security analysis, avoiding the
need to generate attacks for multiple classes:

• MNIST: MNIST is an image dataset containing handwritten digits labeled from 0
to 9. Each data sample is a gray scale 28x28 image with 784 features, each feature
representing a pixel. We focused on the subset consisting of handwritten 7s and 9s,
as they have visually similar components. We label the former as class 1 and the
latter class 0. For simplicity, we will be referring to this subset as MNIST throughout
this document.

• Ransomware: The Ransomware dataset contains a subset of 232 features from
the dataset used in [27]. The features are normalized and were selected to achieve
a reasonably high accuracy. Class 1 is the positive class, which in the context of
malware detection means malicious software, whereas class 0 is assigned to benign
samples.

• PDF Malware: We use a subset of the PDF Malware dataset used in [4]. There are
114 features which we had to normalize to achieve high accuracy. The interpretation
of the class labels are the same as for Ransomware.
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Chapter 4

Motivation

Prior to training a classifier, there are many hyperparameters to be selected and design
choices to be made in order to achieve optimal performance. This work aims to justify
feature selection as part of the design consideration to learn a model with a more accurate
decision boundary and increased security against attacks.

The intuition behind using feature selection to improve a classifier’s security is that by
eliminating unimportant features, the attacker can no longer manipulate them to change
the decision output. Furthermore, as the feature space of a model grows, so does its
complexity, which makes it more prone to overfitting. Hence, feature selection mitigates
overfitting and helps the model learn a ’truer’ decision boundary. Finally, by reducing
the number of features, the perturbation made by an adversary accounts for a larger
proportion of the total possible value change. This could potentially make it easier for
statistical anomaly detection techniques to detect an attack.

4.1 SVM Experiment

The effectiveness of feature selection in learning a good decision boundary can be visualized.
To this end, we demonstrate some examples with SVMs. An SVM is a simple classifier
whose decision boundary is the hyperplane that maximizes the margin between the data
points of two different classes. We can easily visualize the hyperplane for 2D data points.
To this end, we trained the SVM classifiers on a synthetic 2-dimensional dataset. Each data
point was generated randomly in each run; the first feature of class 0 instances was drawn
from N (2, 0.25), whereas the first feature of class 1 instances was drawn from N (4, 0.25).
The second feature of all data points was drawn from N (3, 0.25). Hence, class 1 and class
2 instances should only be distinguished by the first feature.

Figure 4.1 shows the training data points from one sample run. Additionally, the figure
contains the true decision boundary as well as the boundary learned using both features
and the one learned using only the first, relevant feature. Clearly, the area between the
boundary learned using both features and the true decision boundary is significantly larger
than the area between the boundary learned using the first feature and the true decision
boundary.

We repeated the experiment 20 times for each training method. Figure 4.2 shows that
decision boundaries learned without feature selection vary drastically across different runs,
as they fit to the randomness of the second feature. In contrast, the hyperplanes learned
using the first feature are much closer to one another and to the true decision boundary,
as show in figure 4.3.
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Figure 4.1

Figure 4.2

27



Figure 4.3
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Chapter 5

Effect of Lasso on Security

This chapter details the experiments we performed using Lasso for feature selection and
its effect on the security of logistic regression classifiers.

When training machine learning algorithms, ridge regression is often preferred to Lasso
for regularization, as it generally gives better results. However, it does not lead to sparse
models which we presume to be more secure. By showing that Lasso increases a models
security, we can argue for its use instead of or in combination with ridge regression, if
security is a concern .

5.1 Experiment

For the experiments we used the three datasets described in chapter 3. For each dataset,
we trained a number of logistic regression classifiers, each with a different number of non-
zero weights (number of features not ignored by the classifier) by using Lasso constants of
different magnitudes.

As class 1 represents the malicious class and the goal of an evasion attack is usually to
prevent a malicious sample from being detected, we will only be crafting attacks from class
1 samples in the rest of the work. In the context of our MNIST subset, it means that the
attacker is always trying to disguise 7s as 9s.

Simon-Gabriel et al.[29] described a way to scale attack strength according to the attack
norm and input dimension. To preserve the average signal-to-noise ratio ‖x‖2/‖δ‖2, they
suggested to compute the attack strength used with Lp-attacks as

dp = c f1/p

where c is a dimension-independent constant and f is the input dimension. This scaling is
useful for normalizing attack strengths across different models for a fixed c value. However,
by specifying a computing a distance value d , we would only be able measure the evasion
rate for attacks with this distance. We observed that the trends across different models
tended to vary with the choice of c.

Hence, we decided to instead compute the average minimum distance, as it is an aggregate
value that better captures the differences between models. This is similar to the measures
used in other related work [5]. To normalize the attack distance with respect to the
number of features, we computed the ratio between the attack distance and the maximum
allowed distance. While related research only considered the absolute attack distance when
comparing different models, we argue that it is fallacious to do so, as the same perturbation
applied to the input of a smaller model means a bigger proportional change.
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Specifically, we crafted optimal minimal attacks for each of the three norms (l1, l2, infinity).
Each attack is minimal in the sense that it barely causes the classifier classify it as class
0 (output function returns value just under 0.5), as this represents the minimal effort
required. Given a minimum distance dmin, we compute the normalized value

dmin

f1/p

which denotes the perturbation to maximum possible perturbation ratio, provided the
values of all features range from 0 to 1.

To help select the "best" models, we visualize the trade-off between accuracy and security.
We propose to use the average of the three normalized attack distances as a comprehensive
security score:

s =
1

3
(
dL1

f
+
dL2√
f

+ dL∞)

We then plot the models’ security score against accuracy for easy comparison. Finally, to
enforce our findings, we perform statistical analysis on adversarial samples by comparing
their distribution with clean samples using the statistical distance metric maximum mean
discrepancy (MMD).

5.1.1 Training

We split the data in 10 ways (folds) and performed each experiment on each of the folds.
This helps validate the stability of our results.

All models were trained with standard gradient descent using the sigmoid cross entropy
loss function

L(z) = y · −log(s(z)) + (1− y) · log(s(1− z))

where z is the network, y is the target label and s is sigmoid function.

Different feature spaces were achieved by selecting different multipliers for the l1 penalty
term. It should be noted that Tensorflow’s implementation of gradient descent optimizer
doesn’t yield truly sparse weights when using L1 regularization, as some of the weights
end up with very small magnitudes instead of being zeroed. To get sparse solutions, we
set a threshold under which weights are zeroed. Furthermore, it was difficult to establish
the relationship between the l1 magnitude and the resulting number of non-zero weights,
the latter of which tended to differ across different training runs. Hence, if a classifier’s
number of non-zero weights was close enough to our target (within 5 features), we removed
the k weights with the least absolute values, whilst ensuring that prediction accuracy is
only minimally affected by the removal.

5.1.2 Attack algorithm

Papernot et al.[25] introduced an optimal, general attack algorithm against DNNs that,
given a source sample, the target label, the function of the targeted network and the
maximum distortion, an adversarial sample that causes the targeted network to output
the desired label, by distorting the source sample while keeping the distortion level below
the specified value. We adapted the algorithm to craft attacks constrained by the L1, L2

and L∞ distances against logistic regression classifiers (Algorithm 4). Formally, we define
a minimal attack to be

x∗ = arg min
x′

d(x′, x) s.t. f(x′) = yt
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where d is a distance function, x is the image to be perturbed, f is the function learned
by the targeted classifier and yt the target output.

To approximate x∗, we performed binary search on the parameter d in Algorithm 4 to find
an x′ that barely evades the classifier.

Algorithm 4 Attack algorithm
Input: X: source sample; Y ∗: target output; g: function of the network; dmax: maximum
distance; p: attack norm; α: step size of gradient descent
Output: X∗: adversarial sample
1: X∗ ←X
2: while f(X∗) 6= Y ∗ do
3: δ ← α · ∇g(X∗)
4: δ′ ←X∗ −X + δ
5: δ∗ ← projectLp(δ′, dmax)
6: X∗ ←X + δ∗

To ensure that the distortion respects the specified distance limit dmax, we project the
perturbation vector δ∗ onto the Lp space in each iteration. The projection algorithms are
listed below. L2 and L∞ projections are very straightforward, whereas the projection onto
the L1 space is more involved. For this, we use the O(n log n) algorithm introduced by
Duchi et al.[9]. While they also provided a linear time algorithm in the same paper, we
found the O(n log n) version to perform 3x times as fast in our Python implementation.

Algorithm 5 projectL1 [9]
Input: v ∈ Rn : vector to be projected; d ∈ R > 0: maximum L1-norm of the projected
vector
Output: w ∈ Rn: projected vector which solves minw′ ‖w′ − v‖22 s.t. ‖w′‖1 ≤ d
1: Define u where ui = |vi|
2: µ← u sorted in descending order
3: ρ← max

{
j ∈ {1, ..., n} : µj − 1

j

(∑j
r=1 µr − d

)
> 0
}

4: θ ← 1
ρ (
∑ρ

i=1 µi − d)
5: Define z where zi = max {ui − θ, 0}
6: w ← sign(v) ? z

Algorithm 6 projectL2

Input: v ∈ Rn : vector to be projected; d ∈ R > 0: maximum L2-norm of the projected
vector
Output: w ∈ Rn: projected vector which solves minw′ ‖w′ − v‖22 s.t. ‖w′‖2 ≤ d
1: n← ‖v‖2
2: w ← v·d

n

Algorithm 7 projectL∞
Input: v ∈ Rn : vector to be projected; d ∈ R > 0: maximum L∞-norm of the projected
vector
Output: w ∈ Rn: projected vector which solves minw′ ‖w′ − v‖22 s.t. ‖w′‖∞ ≤ d
1: Define w where wi = min {max {wi,−d} , d}
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5.2 Results

5.2.1 Prediction Accuracy

Figures 5.1, 5.2 and 5.3 show prediction accuracy values on the MNIST, Ransomware and
PDF datasets respectively for varying input dimensions. Each figure shows the mean,
minimum, maximum accuracy values across 10 folds.

5.2.1.1 MNIST

For MNIST, the accuracy remains stable when f , the number of features is between 300
and 784. It slowly declines when f drops from 300 to 10. Even with only 10 features,
an accuracy of more than 91% is achieved. The results are not surprisingly, as MNIST is
known for having a large number of unused features corresponding to the pixels that are
often black, especially around the border of the image.

5.2.1.2 Ransomware

The prediction accuracy remains remarkably stable for the Ransomware dataset as f de-
clines. This suggests that it also contains a large portion of useless features.

5.2.1.3 PDF Malware

PDF Malware classifiers retain extremely high accuracy with 10 features or more. Even
with only a single feature, an accuracy of around 93% is achieved. This shows that most
features are completely redundant.

Figure 5.1: Prediction accuracy on MNIST test data.
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Figure 5.2: Prediction accuracy on Ransomware test data.

Figure 5.3: Prediction accuracy on PDF Malware test data.

5.2.2 Attack Resistance

5.2.2.1 MNIST

Figures 5.4 and 5.6 show the raw attack distance values for L1 and L2 attacks. The fact
that davg drops with the number of features would normally lead one to believe that feature
selection with Lasso makes classifiers less secure. However, going by normalized metrics
(Figures 5.5, 5.7 and 5.8), Lasso actually multiplies the required distortion ratio going from
the largest model to the smallest.

For L1 attacks, the proportional effort sees more than a ten-fold increase; for L2 attacks,
the effort is tripled, and for L∞ attacks the effort rises by about 40%.

5.2.2.2 Ransomware

The same trend can be seen for the Ransomware dataset. While davg decreases as f gets
smaller (Figures 5.9 and 5.11), the distortion ratio of L1 attacks (Figure 5.10) is three
times higher for the smallest model compared to the biggest model. A doubling in the
relative distortion is seen for L2 5.7 attacks. The measure sees a 67% increase when it
comes to L∞ attacks.
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5.2.2.3 PDF Malware

The average unnormalized attack strength against PDF Malware models are shown in
Figures 5.14 and 5.16 with similar results as the other datasets. The relative distortion
rises from less than 10% to more than 40% for all three attack norms as f gets smaller
(Figures 5.15, 5.16 and 5.18).

Figure 5.4

Figure 5.5

Figure 5.6
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Figure 5.7

Figure 5.8

Figure 5.9
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Figure 5.10

Figure 5.11

Figure 5.12
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Figure 5.13

Figure 5.14

Figure 5.15
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Figure 5.16

Figure 5.17

Figure 5.18

5.2.3 Accuracy vs. Security Trade-off

We compute the security score s for all models as described earlier.
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5.2.3.1 MNIST

Figure 5.19 plots s against the prediction accuracies of MNIST models. The classifier with
10 features, which has the highest security score, is far less accurate compare to all other
models. We can observe that the model with 200 features offers good trade-off between
accuracy and security, as it increases the latter by nearly 50% whilst sacrificing less than
0.5% accuracy in comparison with the full model.

5.2.3.2 Ransomware

Regarding Ransomware models (Figure 5.20), the plot clearly shows that all models have
similar accuracy levels, but differ in s. The smallest classifier with 30 features is almost
twice as secure as the full model while only being around 0.1% less accurate.

5.2.3.3 PDF Malware

As with MNIST, most models are clustered together, except for one outlier, the smallest
model. The model with 1 feature is far more secure compared to all others, but is also
significantly less accurate. The classifier with 10 features represents a good compromise,
as it doubles the security with less than 0.1% decrease in accuracy compared with the full
model (Figure 5.21).

Figure 5.19

Figure 5.20
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Figure 5.21

5.2.4 Statistical Analysis of Adversarial Samples

Grosse et al.[14] discovered that adversarial samples show measurable statistical differences
from clean samples. They found two statistical metrics that revealed discrepancies between
adversarial and clean samples: Maximum Mean Discrepancy (MMD) [11] and Energy Dis-
tance. We used the former, as it allowed us to choose a kernel. Given X = {x1, ..., xn} ∼ p
and Y = {y1, ..., yn} ∼ q, the MMD is defined as

D(X,Y,F) = sup
f∈F

Ep [f(x)]−Eq [f(y)]

where F is a class of functions and E is the expectation. MMD measures the statistical
distance between two distributions. D(X,Y,F) = 0 iff p = q.

Its unbiased empirical estimate can be computed as

D̂(X,Y ) =
1

n2

n∑
i=1

n∑
j=1

K(xi, xj)−
2

nm

n∑
i=1

m∑
j=1

K(xi, yj) +
1

m2

m∑
i=1

m∑
j=1

K(yi, yj)

where K is a kernel function. While Grosse et al.[14] used a Gaussian kernel, the results of
which varies with the choice of σ, we decided to use the normalized linear kernel which does
not make any assumptions about the underlying distributions and mitigates discrepancies
caused by different input dimensions:

K(x, y) =
xᵀy

‖x‖1‖y‖1

For each dataset and each attack norm, we computed the MMD between class 1 training
samples Xtrain1 and class 1 test samples Xtest1 as well as the MMD between class 0 training
samples Xtrain0 and class 0 test samples Xtest0 to serve as baselines. We then computed the
MMD between the adversarial samples X∗ and training samples of both classes separately.
The results shown are averages across all folds.

Figures 5.22, 5.23 and 5.24 show the results for the MNIST dataset. Note that the graphs
use logarithmic scales for the y-axis as D̂(Xtrain0 , X

∗) and D̂(Xtrain1 , X
∗) grow exponen-

tially as f decreases. Thus, the differences between models with larger f would be obscured
if the graphs had linear scales. The plots show that, for all models, the MMDs between
training and adversarial samples are multiple times higher than MMDs between training
and test samples.. However, the distances between them grow exponentially as f decreases.
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Similar trends can be seen in the results for the Ransomware dataset (Figures 5.25, 5.29
and 5.30) and the PDF Malware dataset (Figures 5.28, 5.29 and 5.30).

In conclusion, minimal attacks targeting smaller models exhibit stronger statistical dis-
crepancies with clean samples compared to those targeting larger models. Hence, feature
selection with Lasso could be utilized to facilitate statistical attack detection techniques.

Figure 5.22

Figure 5.23

Figure 5.24
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Figure 5.25

Figure 5.26

Figure 5.27

42



Figure 5.28

Figure 5.29

Figure 5.30

5.3 Conclusion

We have shown that by performing dimensionality reduction with Lasso, the required effort
proportional to the maximum possible effort increases as the input dimension decreases.
Our findings are supported by the fact that adversarial samples differ more strongly from
clean samples in reduced space, increasing their detectability by detection methods.
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Our results contradict the claims made by [3] and [34] that feature selection has a negative
impact on classifier security. If they had normalized their metrics, they would likely have
arrived at the same conclusion as we.

Having performed the experiments on three different datasets, we conclude that the results
are likely transferable to other classification tasks, making Lasso a secure alternative to
Ridge regression when tuning a model.
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Chapter 6

One-sided Feature Selection based on
Mutual Information and Weight
Polarity

Filter-based feature selection methods are popular for their efficiency. As with other tra-
ditional feature selection methods, no consideration is given to the security implications of
the features chosen. In security critical applications, false negatives are far less desirable
than false positives. Hence, we explore in this chapter the possibility of sacrificing true
negative rates for improved true positives rates and robustness against positive adversarial
samples.

6.1 Feature Selection based on MI and Weight Polarity

An intuitive criteria for feature selection is mutual information (MI). It measures how much
information one can obtain from one random variable, given knowledge of another random
variable. The mutual information of two discrete random variables X and Y is defined as:

I(X;Y ) =
∑
y∈Y

∑
x∈X

p(x, y) log

(
p(x, y)

p(x) p(y)

)

where p(x) is the probability of x and p(x, y) is the joint probability of x and y, I(X;Y ) ≥ 0
and I(X;Y ) = I(Y ;X)
By computing the MI between a set of features and the labels, one can measure how useful
these features are in predicting the associated labels. The most established feature selection
technique based on MI takes a greedy approach by add the next feature that maximizes
the MI in each iteration [1].

Our idea is to remove unimportant features associated with the negative class, precluding
the possibility of manipulating these features to disguise a positive sample. Mutual infor-
mation by itself does not reveal whether the activation of a feature is more indicative of the
positive or negative class. Therefore, we propose to first pre-train an LR classifier without
feature selection. Features associated with weights that are negative will be indicative of
the negative class. All such features are potential candidates for removal. We score them
by computing the MI metric between each feature and the output labels. This differs
from [1] in that the MI is computed independently for each feature rather than subsets
of features. Features with the k lowest scores are then removed. Finally we retrain the
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classifier with the chosen subset of features. The pseudocode for this method is described
in Algorithm 8.

Algorithm 8 Feature selection based on Mutual Information and Weight Polarity
Input: X: training samples; Y : training labels; Fall: set of all features; W : weights of
pre-trained LR classifier; k: the number of features to remove
Output: F : the set of selected features
1: Define W− where w−i is a negative element in w
2: Define F− where f−i is a feature associated with an element in W−

3: Define S where si = I(Xf−i
;Y )

4: Define Fr where fr is among k features with the lowest si
5: F ← Fall \ Fr

6.2 Experiment

Similar to the experiments performed on Lasso in Chapter 5, we trained models with
different input dimensions for each of the three datasets. However, it was not possible to
get very small models this time, since only features associated with negative weights were
allowed to be removed.

We evaluated the performance of the classifiers by looking at their test accuracy, true
negative and true positive rates to investigate the trade-offs.

With regards to security evaluation, we again generated minimal white-box attacks against
the models and plot both raw and normalized attack distances. However, we only used L2

attacks, since we observed similar trends for attacks of all three norms in Chapter 5.

As a baseline, we also performed all above evaluations with a feature selection algorithm
that removes k features completely at random.

6.2.1 Discretization of Feature Values

Notice that the above definition of the mutual information is for discrete random variables,
although the datasets used have features with continuous values. While MI is also defined
for continuous random variables:

I(X;Y ) =

∫
Y

∫
X
p(x, y) log

(
p(x, y)

p(x) p(y)

)
dx dy,

it requires approximating the probability density functions as well as solving double in-
tegrals. To simplify the problem, we discretized the features. We explored various "rea-
sonable" bin sizes and found no significant differences in the resulting models. Thus, we
settled on rounding the feature values to the first decimal place, meaning there were 10
"bins" for the values.
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6.3 Results

6.3.1 Prediction Accuracy

6.3.1.1 MNIST

Figures 6.1, 6.2 and 6.3 show, respectively, the accuracy, TNR and TPR of MNIST classi-
fiers whose features were selected with our MI-based method. Surprisingly, there is only a
slight bump in TNR as f , the number of features drops to 500. The TNR starts to decline
as f drops lower. The TPR remains relatively stable until f hits 300, where very few of
the features originally associated with the negative class are remaining.

We discovered that the reason why the TNR did not change favorably with our feature se-
lection method was that some weights flipped their polarity after retraining. Many weights
that were originally indicative of the positive class became indicators for the opposite class.
This was potentially the result of an attempt of the optimizer to compensate for the lack
of features associated with the negative class and thereby mitigated any potential benefits
of removing them.

Compared to models resulting from random feature selection (Figures 6.4, 6.2, 6.3), MI-
based models generally score lower on all three performance metrics, especially as f gets
small.

6.3.1.2 Ransomware

Unlike MNIST, MI-feature selected classifiers (Figures 6.7, 6.8, 6.9) generally perform
better than their random counterparts (Figures 6.10, 6.11, 6.12). Unexpectedly, the TNR
(rather than the TPR) of the former see a slight bump for moderately reduced models.

6.3.1.3 PDF Malware

MI-based (Figures 6.13, 6.14 and 6.15) and random (Figures 6.16, 6.17 and 6.18) feature se-
lection methods perform similarly. Our FS technique did not increase the classifiers’ TNR,
as they were already extremely high, and since the dataset mostly consists of redundant
features, removing them did not have a big impact.

Figure 6.1: Prediction accuracy on MNIST test data. MI-based feature selection.
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Figure 6.2: True negative rate on MNIST test data. MI-based feature selection.

Figure 6.3: True positive rate on MNIST test data. MI-based feature selection.

Figure 6.4: Prediction accuracy on MNIST test data. Random feature selection.
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Figure 6.5: True negative rate on MNIST test data. Random feature selection.

Figure 6.6: True positive rate on MNIST test data. Random feature selection.

Figure 6.7: Prediction accuracy on Ransomware test data. MI-based feature selection.
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Figure 6.8: True negative rate on Ransomware test data. MI-based feature selection.

Figure 6.9: True positive rate on Ransomware test data. MI-based feature selection.

Figure 6.10: Prediction accuracy on Ransomware test data. Random feature selection.

50



Figure 6.11: True negative rate on Ransomware test data. Random feature selection.

Figure 6.12: True positive rate on Ransomware test data. Random feature selection.

Figure 6.13: Prediction accuracy on PDF Malware test data. MI-based feature selection.
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Figure 6.14: True negative rate on PDF Malware test data. MI-based feature selection.

Figure 6.15: True positive rate on PDF Malware test data. MI-based feature selection.

Figure 6.16: Prediction accuracy on PDF Malware test data. Random feature selection.
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Figure 6.17: True negative rate on PDF Malware test data. Random feature selection.

Figure 6.18: True positive rate on PDF Malware test data. Random feature selection.

6.3.2 Attack Resistance

6.3.2.1 MNIST

Figures 6.19 and 6.20 show that both MI-based and random feature selection can increase
the classifiers’ robustness. In the former case, the security metric peaks at 450 features,
whereas in the latter case, the robustness level almost monotonically increases as f de-
creases. Both feature selection techniques generate models that are less secure compared
to Lasso (Figure 5.7).

6.3.2.2 Ransomware

It can be seen that MI-based FS (Figure 6.21) makes Ransomware classifiers more robust
compared to those trained resulting from the random techniques (Figure 6.22. In fact, the
MI-based technique provides similar robustness improvements compared to Lasso (Figure
5.12).

6.3.2.3 PDF Malware

Figure 6.23 shows that, similar to MNIST, MI-based FS increases PDF Malware classifiers’
robustness up to a certain point, which then declines with f . In contrast, the robustness
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levels are relatively stable for all input sizes with the random FS method (Figure 6.24).
Again, both methods are outperformed by Lasso (Figure 5.17).

Figure 6.19

Figure 6.20

Figure 6.21
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Figure 6.22

Figure 6.23

Figure 6.24

6.4 Conclusion
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Chapter 7

Effect of Autoencoder on Security

This chapter details experiments investigating whether Autoencoders enhance the robust-
ness against attacks.

While Bhagoji et al. [2] showed that transforming input data via PCA decreases the success
rate of adversarial attacks, there exist more powerful feature extraction techniques which
can capture non-linear structure in the data. We examined the effect on classifier security
and performance by processing the input with traditional Autoencoders and its variants,
Denoising and Stack Denoising Autoencoders.

7.1 Experiment

For all experiments described in this chapter, the MNIST dataset was used. We trained
Autoencoders, Denoising Autoencoders and Stacked Autoencoders in various configura-
tions. The main variables in the configurations are: the number of layers, the number of
hidden nodes and whether the LR classifier is connected to the code layer or to the output
layer of the Autoencoder. As in Chapter 5, we measured the robustness of networks by
crafting minimal attacks from class 1 and computing the average attack distance over all
samples. However, no normalization needed to be applied to the distances as the input
dimension is the same for all models tested.

7.1.1 Crafting Adversarial Samples

We found that Algorithm 4 does not work with LR classifiers connected to Autoencoders.
Hence, we attempted various strategies based on back-propagation. By combining the
Jacobian-Based Saliency Map Attack (JSMA) [25] and Carlini & Wagner’s attack [6], we
found one that strikes a good balance between optimality and efficiency.

To solve the problem of finding the minimal attack, our algorithm consists of two phases:
the viable attack generation phase and the attack distance reduction phase.

7.1.1.1 Viable attack generation

For viable attack generation (Algorithm 9), we simply solve the problem of finding a suc-
cessful attack while ensuring that attack distance is bounded by the attack norm. However,
the attack need not be minimal:

x∗ = arg min
x′

∣∣o(x′)− yt∣∣+ c · ‖x′ − x‖p
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where |o(x′)− yt| ∈ [1, 0] is the difference between the output of the network and the
target label and c controls the importance of minimizing the attack distance. Solving the
above problem is equivalent to solving one iteration of C&W attack’s binary search. For
a successful attack, c needs to be chosen such that the target label yt is the closest to the
output o(x∗). Empirically, the same c value can be used to find successful attacks for all
models we tested. However, a small c value can cause the gradient descent to take more
iterations to converge.

Algorithm 9 Attack against AE-enforced LR classifier
Input: X: source sample; Y ∗: target output; p: attack norm; c: scale of the distance
penalty term; l: attacker’s loss function l(x, x′) = |o(x′)− yt| + c · ‖x′ − x‖p; α: step size
of gradient descent; e: minimum L2-norm of the initial gradient ∇l(X,X∗)
Output: X∗: adversarial sample
1: Initialize X∗ where x∗i ∼ U(0, 1) s.t. ‖∇(o(X∗)− Y ∗)‖2 ≥ e
2: repeat
3: δ ← α · ∇l(X,X∗)
4: X∗ ← clip(X∗ + δ)
5: until convergence

We found that we could not use initialize the attack using the source sample x, as the gra-
dient of the prediction loss o(x)−yt with respect to x is always zero or near zero, rendering
gradient descent useless. This phenomenon is known as gradient masking [25] and can re-
sult from adversarial training and defensive distillation [24]. It is interesting to observe
that gradient masking occurs naturally in LR classifiers reinforced with Autoencoders.

To escape the plateau, Tramèr et al. [31] proposed to initially make a single random
step away from the source point. However, the technique was not effective against our
networks, as even after 10000 attempts with different random steps, the probability of
finding a point where the gradient was non-zero was below 20%. This suggests that the
plateau surrounding the source point is quite large. We found that by initializing the initial
point completely randomly, it usually took less than 100 attempts to find a viable point.

One problem associated with complex optimization problems is the existence of many local
minima. The optimality of the minimum that the gradient descent algorithm converges to
depends heavily on the location of the starting point. Hence, to find a good local minimum
for each sample, we repeated Algorithm 9 5 times with different random starting points
and used the solution with the lowest distance as input to the next phase.

7.1.1.2 Attack distance reduction

In the distance reduction phase, we take the successful attack x∗ generated in the first phase
and process it in Algorithm 10, where its distance gets slowly decremented. Algorithm 10
works similarly as 4 by projecting the perturbation vector in each iteration of the gradient
descent, but instead of specifying a target distance as input, we decrement the projected
distance in each iteration until the targeted classifier just barely assigns the target label
to the attack. As in Algorithm 4, the gradient descent is performed on the loss function

l(x′) =
∣∣o(x′)− yt∣∣

The distance penalty term is not required here as the algorithm uses projections.
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Algorithm 10 Attack distance reduction
Input: Xa: successful adversarial sample; Y ∗: target output;
l: attacker’s loss function l(x′) = |o(x′)− yt|; g: prediction function of the network; p:
attack norm; α: step size of gradient descent; ∆d: decrement in projection distance
Output: X∗: minimal adversarial sample
1: X∗ ←Xa

2: X′ ←X∗

3: repeat
4: X′ ←X∗

5: dt ← ‖X −X∗‖p −∆d

6: δ ← α · ∇g(X∗)
7: δ ←X∗ −X + δ
8: δ ← projectLp(δ, dt)
9: X∗ ← clip(X + δ)

10: until g(X∗) 6= Y ∗

11: X∗ ←X′

7.2 Evaluation & Results

7.2.1 Traditional Autoencoders

We first evaluate traditional autoencoders connected to LR classifiers in various configu-
rations. The following are the variables in our experiment:

• Number of hidden layers: We compare single-layer AEs with deep AES containing
3 hidden layers (1 extra layer for the encoder and decoder) as deep models are able
to model more complex functions and we would like to investigate its effects on
performance and security.

• Number of hidden nodes: We vary the number of hidden nodes to control the strength
of compression. To establish whether the results stem from the nature of autoen-
coders or from the compression, we also look at non-uncompleted autoencoders where
no compression takes place .

• Representation connected to LR classifier: For each autoencoder trained, we test
whether there are differences between using the code layer (compressed representa-
tion) as input to the LR and using the output (reconstructed representation) of the
decoder. In the latter case, we use the same ’vanilla’ LR classifier that also serves as
a baseline for performance and security.

7.2.1.1 Training

All single-layer autoencoders were trained using the RMSProp optimizer with a learn-
ing rate of 0.02 over mini-batches of size 256 for 100,000 iterations, whereas multi-layer
autoencoders were trained for 200,000. We found it crucial to use regularization during
the training process, as unregularized networks took more iterations to converge and were
vulnerable to attacks that modified unexpected features (e.g. border pixels). Hence, we
added an L1 penalty term with magnitude of 0.0000001 to encourage the learning of sparse
representations. We chose the sigmoid function for neuron activation, as it can model non-
linearity.
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To evaluate networks where the code layer is connected to a classifier, we train the classifier
on the encoded training set.

7.2.1.2 Results: Classifying code representation

Table 7.1 shows that, contrary to our initial assumption, LR classifiers learned from com-
pressed representations are no more secure and in some cases less secure than a standard
LR classifier. For multi-layer encoders, certain models show robustness levels significantly
lower than the baseline. We do not believe that this is caused by the particular choice
of layer sizes, as the results varied greatly when we retrained these models with the same
hyperparameters. However, we only recorded the least robust models. The variance in
security can be explained by the added complexity of training extra hidden layers, causing
autoencoders to end up with very different weights across different training runs.

In terms of performance, the prediction accuracy decreases with the size of the code layer,
similar to using other dimensionality reduction techniques.

7.2.1.3 Results: Classifying reconstructed representation

Table 7.2 shows that preprocessing the input of our independently retrained LR classifier
with an autoencoder increases its robustness against L2 attacks by up to 47%. However,
this does not appear to be the result of dimensionality reduction, as both single-layer and
multi-layer non-undercomplete autoencoders perform similar to some of their undercom-
plete counterparts. Again, there are strong variances in the results, with some models
slightly less secure than the undefended LR classifier. The increase in robustness could be
attributed to a fluke in weight assignments, as the effect is not consistent.

In the case of single-layer autoencoders, accuracy generally drops with the size of the
code layer, although the performance hit is less pronounced in comparison with classifiers
learned from compressed representations. Using additional hidden layers seems to mitigate
the accuracy loss when using smaller autoencoders.

Interestingly, the average reconstruction error for adversarial samples is significantly higher
than for clean samples. However, there is much overlap between the error values, which
rules out the possibility of using the reconstruction error as an attack detection method.

7.2.2 Denoising Autoencoders

We now evaluate single-layer, deep and stacked denoising autoencoders connected to LR
classifiers. We refer to deep denoising autoencoder as a multi-layer autoencoder where all
layers are trained at the same time rather than greedy layer-wise. We also compare the
DAE-enhanced classifiers with an LR classifier trained on noisy data to see if using DAEs
is more effective than simply adding noise to the training data of an LR classifier.

7.2.2.1 Training

The single-layer and deep denoising autoencoders were trained for 200,000 iterations each
with the same settings used in the previous subsection. As for SDAEs, we trained each
encoder-decoder pair for 100,000 iterations, totaling 200,000 iterations. We experimented
training with both additive uniform and Gaussian noise at various magnitudes and found
no empirical difference in the resulting accuracy and security for appropriate parameters.
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Table 7.1: Evaluation of single-layer and two-layer encoders connected to LR classifiers.
"Enc-784 + LR" means the code layer with 784 nodes of an encoder serves as input to an
LR classifier. "Enc-784-392 + LR" means the encoder has 784 nodes in the first hidden
layer and 392 nodes in the code layer and its code layer serves as input to an LR classifier.

Model Accuracy (%) TNR (%) TPR (%) Average L2 attack distance
LR 96.61 98.61 94.65 0.97

Enc-784 + LR 96.71 98.32 95.14 0.95
Enc-392 + LR 97.10 98.81 95.43 0.95
Enc-196 + LR 95.93 98.02 93.87 0.93
Enc-98 + LR 96.07 98.02 94.16 0.84
Enc-49 + LR 95.24 97.52 93.00 0.89
Enc-24 + LR 93.32 96.04 90.66 0.99
Enc-12 + LR 91.21 96.63 85.89 0.76

Enc-784-784 + LR 96.76 98.32 95.23 1.01
Enc-784-392 + LR 96.56 98.32 94.84 0.94
Enc-392-196 + LR 96.56 98.51 94.65 0.89
Enc-196-98 + LR 95.24 98.02 92.51 0.64
Enc-98-49 + LR 94.55 97.72 91.44 0.64
Enc-49-24 + LR 91.85 96.83 86.96 0.78
Enc-24-12 + LR 92.54 97.52 87.65 0.95

Table 7.2: Evaluation of full single-layer and deep autoencoders connected to LR classifiers.
"AE-784 + LR" means the output layer of an autoencoder serves as input to an LR
classifier. "AE-784-392 + LR" means the autoencoder has 784 nodes in the first and third
hidden layer and 392 nodes in the code layer and the output layer serves as input to an
LR classifier.

Model Accuracy (%) TNR (%) TPR (%) Average L2 attack distance
LR 96.61 98.61 94.65 0.97

AE-784 + LR 96.22 98.61 93.87 1.32
AE-392 + LR 95.93 98.61 93.29 1.26
AE-196 + LR 95.73 98.41 93.09 1.15
AE-98 + LR 95.39 94.85 95.91 1.37
AE-49 + LR 96.61 97.72 95.53 1.09
AE-24 + LR 94.60 91.87 97.28 1.06
AE-12 + LR 94.75 98.81 90.76 0.93

AE-784-784 + LR 96.02 97.92 94.16 1.43
AE-784-392 + LR 95.97 98.71 93.29 1.13
AE-392-196 + LR 96.07 98.51 93.68 0.93
AE-196-98 + LR 96.22 98.91 93.58 1.08
AE-98-49 + LR 95.93 96.23 95.62 1.31
AE-49-24 + LR 96.07 94.85 97.28 1.26
AE-24-12 + LR 96.32 98.32 94.36 1.37
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(a) successful attack against regular LR (b) attack denoised by DAE-784-784

Figure 7.1: Successful denoising of attack

Hence, we will solely be adding uniform noise with the noise vector ṽ ∼ [U(−1, 1)]f to all
training samples.

7.2.2.2 Results: Classifying code representation

LR classifiers learned from the code of all three types of autoencoders see an increase
in robustness against L2 attacks (Table 7.3). There appears to be a positive correlation
between the code layer size, accuracy and security. Encoder-augmented classifiers with
code layer size of 98 or higher are more accurate than the standard LR model. Most
augmented classifiers score both higher accuracy and security compared to the LR model
trained on noisy data.

The largest deep encoders provide the highest robustness, more than doubling the aver-
age minimum attack distance. Classifiers strengthened with single-layer encoders perform
similarly by both metrics to those with stacked encoders.

7.2.2.3 Results: Classifying reconstructed representation

In the case of single-layer and stacked autoencoders, classifiers are more robust when con-
nected to the decoder output than to the code layer. For deep autoencoders, the robustness
levels do not see much change. All DAE- and SDAE-augmented LR classifiers with more
than 24 nodes in the code layer score similar or slightly higher accuracies compared to the
standard LR classifier but lower than some denoising encoder-augmented models.

Figure 7.1 confirms that the increased robustness indeed comes from the fact that a DAE
can remove adversarial perturbation from the input.

7.3 Conclusion

Contrary to our initial assumption, dimensionality reduction by undercomplete autoen-
coders does not increase a classifier’s robustness to attacks. While some of the autoen-
coders tested show improved accuracy and security, we have proven that the same gains
can be achieved by their non-undercomplete counterparts. In fact, performance and secu-
rity generally drops with the size of the code layer. This has severe security implications,
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Table 7.3: Evaluation of denoising encoders connected to LR classifiers. "DEnc" and
"SDEnc" refer to the encoder of a DAE and an SDAE respectively.

Model Accuracy (%) TNR (%) TPR (%) Average L2 attack distance
LR 96.61 98.61 94.65 0.97

Noisy LR 94.60 98.22 91.05 1.42
DEnc-784 + LR 98.18 98.61 97.76 1.87
DEnc-392 + LR 98.92 99.21 98.64 1.59
DEnc-196 + LR 98.28 99.01 97.57 1.61
DEnc-98 + LR 97.64 98.32 96.98 1.59
DEnc-49 + LR 95.97 97.52 94.46 1.58
DEnc-24 + LR 95.43 98.32 92.61 1.42
DEnc-12 + LR 94.01 95.34 92.70 1.41

DEnc-784-784 + LR 99.07 99.11 99.03 1.91
DEnc-784-392 + LR 98.97 99.21 98.74 2.04
DEnc-392-196 + LR 98.82 99.01 98.64 1.89
DEnc-196-98 + LR 97.74 98.51 96.98 1.58
DEnc-98-49 + LR 96.96 98.41 95.53 1.64
DEnc-49-24 + LR 95.34 97.42 93.29 1.34
DEnc-24-12 + LR 96.91 97.52 96.30 1.54

SDEnc-784-784 + LR 98.33 98.22 98.44 1.81
SDEnc-784-392 + LR 98.97 99.01 98.93 1.83
SDEnc-392-196 + LR 98.63 98.91 98.35 1.82
SDEnc-196-98 + LR 98.33 98.81 97.86 1.71
SDEnc-98-49 + LR 97.25 98.32 96.21 1.67
SDEnc-49-24 + LR 95.48 96.83 94.16 1.49
SDEnc-24-12 + LR 94.45 96.43 92.51 1.44
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Table 7.4: Evaluation of full DAEs and SDAEs connected to LR classifiers.

Model Accuracy (%) TNR (%) TPR (%) Average L2 attack distance
LR 96.61 98.61 94.65 0.97

Noisy LR 94.60 98.22 91.05 1.42
DAE-784 + LR 96.96 97.52 96.40 2.17
DAE-392 + LR 97.10 98.22 96.01 2.06
DAE-196 + LR 97.01 98.12 95.91 2.02
DAE-98 + LR 96.71 97.42 96.01 2.00
DAE-49 + LR 96.56 97.22 95.91 1.88
DAE-24 + LR 96.51 97.32 95.72 1.62
DAE-12 + LR 94.80 93.56 96.01 1.78

DAE-784-784 + LR 96.96 97.52 96.40 1.82
DAE-784-392 + LR 97.10 98.22 96.01 2.24
DAE-392-196 + LR 97.01 98.12 95.91 2.06
DAE-196-98 + LR 96.71 97.42 96.01 1.49
DAE-98-49 + LR 96.56 97.22 95.91 1.80
DAE-49-24 + LR 96.51 97.32 95.72 1.55
DAE-24-12 + LR 94.80 93.56 96.01 1.53

SDAE-784-784 + LR 98.04 98.71 97.37 1.96
SDAE-784-392 + LR 97.69 98.81 96.60 1.91
SDAE-392-196 + LR 97.40 99.21 95.62 1.93
SDAE-196-98 + LR 98.04 98.41 97.67 2.03
SDAE-98-49 + LR 97.50 97.72 97.28 1.92
SDAE-49-24 + LR 97.05 97.03 97.08 1.82
SDAE-24-12 + LR 95.29 96.53 94.07 1.62
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since autoencoders are popular for squashing the input to machine learning systems.

Secondary to our main objective, we have demonstrated that learning from the code layer
of a denoising autoencoder significantly improves the prediction accuracy and doubles the
robustness of a classifier through denoising. This suggests that it enables the learning of
a decision boundary that is closer to the true one (Figure 7.2), making it an effective way
to boost a model’s defense without sacrificing accuracy.

Figure 7.2: Successful attacks against DEnc-784-784
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Chapter 8

Effect of Noising Input to DAE

Previously, we saw that LR classifiers augmented with denoising encoders experienced
dramatic increases in prediction accuracy as well as doubled robustness against white-box
L2 attacks. In this chapter, we explore the possibility of further improving the robustness
of such networks while retaining high accuracy by exploiting the fact that they are trained
to remove noise from the input.

8.1 Noising Input to DAE at Inference Phase

We propose the counter-intuitive defense of adding random noise to the input of a denoising
encoder-augmented classifier at inference stage. The idea is that since a DAE is trained
to identify the original image in the presence of interference (noise), it should be able to
handle the same task during inference. The addition of noise means that the DAE has to
work with limited information. We theorize that, as a side effect, adversarial perturbations
may become obscured under the noise, thus enabling a denoiser to treat it as regular noise
(Figure 8.1). In order to prevent the perturbation from being obfuscated, the attacker
would have to increase its magnitude in addition to solving a more difficult optimization
problem that takes into account the randomness of the noise.

8.2 White-box Attack

We devised a white-box attack that assumes access to the random noise generation function
q used by the targeted network g in addition to knowledge of all its parameters. While
the attacker cannot predict the exact noise vector that will be added to their next sample,
they can ensure, during crafting, that their attack x∗ evades g when added separately to k
different noise vectors q1, q2, ..., qk generated by q. If the attack is successful when a large
number of different noise vectors are added to it, then the attack will likely be successful
when added to an unseen noise vector from the same distribution. We theorize that

lim
k→∞

pe(x
∗) = 1

where pe is the probability of evasion. Hence, k directly controls the level of confidence
of the attack’s success. Algorithm 11 describes the attack generation in full. Notice that
the only change compared to Algorithm 9 is that the attacker’s prediction loss is now the
average of the absolute differences between all noised inputs x′+ qi and the target label yt.

The attack distance reduction can be done decrementally in the same way as in Algorithm
10 with the new prediction loss function.
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(a) successful attack against a deep DAE (b) attack in the presence of uniform noise

Figure 8.1: Obscuring adversarial perturbation with noise. Attack more like to be seen as
its original class ’7’ after adding noise.

Algorithm 11 Attack against classifier with noised input
Input: X: source sample; Y ∗: target output; p: attack norm; c: scale of the distance
penalty term; o: output of target network; q: noise generator of target network; k: number
of noise vectors added to attack; α: step size of gradient descent; e: minimum L2-norm of
the initial gradient ∇l(X,X∗)
Output: X∗: adversarial sample
1: Generate q1, q2, ..., qk
2: Define attacker’s prediction loss u(x) = 1

k

∑k
i |Y ∗ − o(clip(x′ + qi))|

3: Define attacker’s full loss function l(x, x′) = u(x′) + c · ‖x′ − x‖p
4: Initialize X∗ where x∗i ∼ U(0, 1) s.t. ‖∇u(X∗)‖2 ≥ e
5: repeat
6: δ ← α · ∇l(X,X∗)
7: X∗ ← clip(X∗ + δ)
8: until convergence
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8.3 Experiment

For this experiment, we focused solely on the LR classifier augmented with a two-layer
denoising encoder, each layer with 784 nodes ("DEnc-784-784 + LR"), from the previous
experiment, as the network has the highest accuracy and nearly highest robustness.

We evaluated its performance and security by noising the input with uniform noise of
magnitudes, 0.2, 0.4, 0.6, 0.8 and 1.0. While the DAE was trained with ṽ ∼ [U(−1, 1)]f ,
we wished to test whether it operated better at lower noise levels. Unlike in the previous
chapters, we did not craft minimal attacks, as we found, empirically, that attacks too close
to the decision boundary had high chances of failing. Instead, we crafted the attacks as
described in Algorithm 11 with k = 30 for high confidence and then tested them against
the target model at various stages of reduction. We classified each batch of attacks 100
times, as the results would vary in each run, and recorded the average evasion rate as well
as the standard deviation thereof. Instead of crafting attacks from all 1028 class 1 test
samples, we had to limit ourselves to a randomly chosen subset thereof with 100 samples,
as computing the new gradient was extremely slow for k = 30. As a baseline, we crafted
minimal attacks from this subset that target the same network without noised input.

For accuracy evaluation, we classified the set of clean test samples 100 times and recorded
the same metrics as above.

8.4 Results

Figures 8.2, 8.3, 8.4, 8.5 and 8.6 show the evasion rates of white-box attacks against
denoising encoder-augmented LR classifiers with different levels of noise added to the input
at inference stage. We can observe that, in general, as the noise strength increases, so does
the effort required for the attacker to achieve high evasion rates. However, noise levels
of 0.8 or higher also result in noticeably higher evasion rates for low-effort attacks. They
are also associated with high variances in evasion rate across different runs, implying they
cause great uncertain in the decision boundary.

Comparing the results numerically (Table 8.1) , the evasion rate drops to as low as 73.34
(%) for the noise level of 1.0, despite the fact that each attack was crafted to evade the
classifier when added to 30 different noise patterns from the same distribution. This means
that the attackers needs significantly higher k to achieve a near perfect evasion rate. It
stands to reason that as k increases, so does the attack distance, as the attack has to be
very close to the target class for it be identified as such under many noise patterns.

In terms of performance, noise levels under and including 0.6 sacrifice very little accuracy
for significant gains in security. The highest noise level causes the accuracy to drop signif-
icantly. Presumably, the noise is so strong that samples of one class often gets mistaken
for the other class.

Overall, adding either [U(−0.4, 0.4)]f or [U(−0.6, 0.6)]f to the input seems to be the best
compromise in terms of accuracy loss and security gain.
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Figure 8.2

Figure 8.3

Figure 8.4
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Figure 8.5

Figure 8.6

Table 8.1: Accuracy, mean attack distance and evasion rate of L2 attacks at different
uniform noise levels

Noise level Mean accuracy (%) Mean L2 attack distance Evasion rate (%)
0 99.07 1.93 100
0.2 98.99 ± 0.21 2.51 99.10 ± 0.82
0.4 98.88 ± 0.28 2.67 94.78 ± 2.30
0.6 98.66 ± 0.32 2.84 88.45 ± 3.26
0.8 98.15 ± 0.42 2.84 79.76 ± 3.84
1 96.29 ± 0.71 2.72 73.34 ± 4.21

8.5 Conclusion

We confirmed our initial assumption by showing that adding random noise to the input
of a denoising encoder-augmented MNIST classifier can increase its robustness by 50%
without sacrificing much prediction accuracy. Considering that the classifier by itself is
already quite robust, this improvement is significant and the perturbation level is close to
fooling human perception. Furthermore, our technique is extremely easy to implement and
can greatly increase the effort required to find high confidence attacks.
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Using randomness to defend against adversarial samples is an idea that was also proposed
by Feinman et al. [10]. Their technique detects adversarial samples by randomly dropping
out (deactivating) a portion of the weights. By repeating this process multiple times on
an input, they can compute an uncertainty value associated with the sample. The idea is
that the uncertainty level will be higher for adversarial samples than non-adversarial ones.
Carlini et al. [5] showed it to be the most effective detection method among the 10 that
they evaluated.

Our findings reinforce the idea that randomness is effective in preventing evasion attacks,
as it prevents the adversary from taking advantage of flaws in the weight assignments.
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Chapter 9

Conclusion

Below we summarize the results of this paper:

• We showed that by fairly evaluating different models trained with Lasso, smaller
models are generally more secure.

• We proved that it is possible to gain 50% or more security by using Lasso without
sacrificing much accuracy.

• We proved that attacks against smaller models trained with Lasso are easier to detect
through statistical means compared to larger models.

• We disproved our assumption that using weight polarity to guide feature selection
allows trade-off between true positive and true negative rates.

• We disproved our assumption that using traditional autoencoders to perform dimen-
sionality reduction on the input increases classifier security. In fact, the compression
effect can sometimes make the system more vulnerable to attacks.

• We verified our assumption that denoising autoencoders mitigate attacks by partially
removing adversarial noise.

• We showed that it is possible to further enhance the denoising simply by applying
noise to the input at inference phase. It is possible to increase the attack distance
by 50% with little loss in accuracy. The findings reinforce the value of randomness
in defending against attacks.

9.1 Limitations and Future work

• All experiments were performed on datasets with binary labels. It would be valuable
to explore how the findings scale to multiclass classification tasks, where the decision
boundaries are less clear.

• The three datasets used in our experiments had linear structures. It is worth exper-
imenting with datasets containing more complex data such as CIFAR-10.

• We only looked at one type of classifier throughout the experiments. We could
investigate how the results transfer to other classifiers.

• We only examined one popular feature selection technique, Lasso. Future work could
explore how other widely used techniques affect security using our methodology.
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• It would be interesting to check how our noising defense fares against other random-
ized defense methods.

• Apart from randomization, adversarial training [19] have shown to be amongst the
most promising defenses against evasion attacks. We could explore the possibility of
training denoising autoencoders to remove adversarial noise specifically.
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